# Session II

How to work with different types of Data:

* Booleans
* Numbers
* Strings
* Dates and timestamps
* Handling null
* Complex types
* User-defined functions

This is actually a bit of a trick because a DataFrame is just a Dataset of Row types, so you’ll actually end up looking at the Dataset methods, which are available at this link

<http://spark.apache.org/docs/latest/api/scala/index.html#org.apache.spark.sql.Dataset>

SQL Functions

<http://spark.apache.org/docs/latest/api/scala/index.html#org.apache.spark.sql.functions$>

# Working with Booleans

Booleans are essential when it comes to data analysis because they are the foundation for all filtering. Boolean statements consist of four elements: **and, or, true, and false**. We use these simple structures to build logical statements that evaluate to either true or false. These statements are often used as conditional requirements for when a row of data must either pass the test (evaluate to true) or else it will be filtered out. Let’s use our retail dataset to explore working with Booleans. We can specify equality as well as less-than or greater-than:

from pyspark.sql.functions import col

df.where(col("InvoiceNo") != 536365).select("InvoiceNo", "Description") .show(5, False)

In Spark, you should always chain together and filters as a sequential filter. The reason for this is that even if Boolean statements are expressed serially (one after the other), Spark will flatten all of these filters into one statement and perform the filter at the same time, creating the and statement for us.

from pyspark.sql.functions import instr

priceFilter = col("UnitPrice") > 600 d

escripFilter = instr(df.Description, "POSTAGE") >= 1 df.where(df.StockCode.isin("DOT")).where(priceFilter | descripFilter).show()

Boolean expressions are not just reserved to filters. To filter a DataFrame, you can also just specify a Boolean column:

# in Python

from pyspark.sql.functions import instr

DOTCodeFilter = col("StockCode") == "DOT"

priceFilter = col("UnitPrice") > 600

descripFilter = instr(col("Description"), "POSTAGE") >= 1

df.withColumn("isExpensive", DOTCodeFilter & (priceFilter | descripFilter)).where("isExpensive").select("unitPrice", "isExpensive").show(5)

SQL Equivalent:

SELECT UnitPrice, (StockCode = 'DOT' AND (UnitPrice > 600 OR instr(Description, "POSTAGE") >= 1)) as isExpensive FROM dfTable WHERE (StockCode = 'DOT' AND (UnitPrice > 600 OR instr(Description, "POSTAGE") >= 1))

# Working with Numbers

When working with big data, the second most common task you will do after filtering things is counting things.-counting, computation, finding corelations

# in Python

df.selectExpr( "CustomerId", "(POWER((Quantity \* UnitPrice), 2.0) + 5) as realQuantity").show(2)

-- in SQL SELECT customerId, (POWER((Quantity \* UnitPrice), 2.0) + 5) as realQuantity FROM dfTable

# in Python from pyspark.sql.functions import lit, round, bround

df.select(round(lit("2.5")), bround(lit("2.5"))).show(2)

-- in SQL SELECT round(2.5), bround(2.5)
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Another numerical task is to compute the correlation of two columns. For example, we can see the Pearson correlation coefficient for two columns to see if cheaper things are typically bought in greater quantities

# in Python from pyspark.sql.functions import corr df.stat.corr("Quantity", "UnitPrice") df.select(corr("Quantity", "UnitPrice")).show()

Another common task is to compute summary statistics for a column or set of columns. We can use the describe method to achieve exactly this.

# in Python df.describe().show()
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# Working with Strings

String manipulation shows up in nearly every data flow, and it’s worth explaining what you can do with strings.

The initcap function will capitalize every word in a given string when that word is separated from another by a space.

# in Python

from pyspark.sql.functions import initcap

df.select(initcap(col("Description"))).show()

#player.select(initcap(lit("abc sh gchs vsd gsh"))).show()

+-----------------------------+

|initcap(abc sh gchs vsd gsh)|

+-----------------------------+

| Abc Sh Gchs Vsd Gsh|

+-----------------------------+

As just mentioned, you can cast strings in uppercase and lowercase, as well:

# in Python

from pyspark.sql.functions import lower, upper

player.select(lit("Hello everyone"), lower(lit("Hello everyone")), upper(lit("Hello everyone"))).show(2)

+--------------+---------------------+---------------------+

|Hello everyone|lower(Hello everyone)|upper(Hello everyone)|

+--------------+---------------------+---------------------+

|Hello everyone| hello everyone| HELLO EVERYONE|

|Hello everyone| hello everyone| HELLO EVERYONE|

+--------------+---------------------+---------------------+

Removing space:
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# Regular Expressions

Probably one of the most frequently performed tasks is s**earching for the existence of one string in another or replacing all mentions of a string with another value**. This is often done with a tool called regular expressions that exists in many programming languages. Regular expressions give the user an ability to specify a set of rules to use to either extract values from a string or replace them with some other values

There are two key functions in Spark that you’ll need in order to perform regular expression tasks: **regexp\_extract** and **regexp\_replace**. These functions extract values and replace values, respectively. Let’s explore how to use the regexp\_replace function to replace substitute color names in our description column:

# in Python

from pyspark.sql.functions import regexp\_replace

regex\_string = "BLACK|WHITE|RED|GREEN|BLUE"

df.select( regexp\_replace(col("Description"), regex\_string, "COLOR").alias("color\_clean"), col("Description")).show(2)

Another task might be to replace given characters with other characters. Building this as a regular expression could be tedious, so Spark also provides the translate function to replace these values. This is done at the character level and will replace all instances of a character with the indexed character in the replacement string:

# in Python from pyspark.sql.functions import translate df.select(translate(col("Description"), "LEET", "1337"),col("Description"))\ .show(2)

![](data:image/png;base64,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)

# in Python

from pyspark.sql.functions import regexp\_extract

extract\_str = "(BLACK|WHITE|RED|GREEN|BLUE)"

df.select(regexp\_extract(col("Description"), extract\_str, 1).alias("color\_clean"), col("Description")).show(2)

Sometimes, rather than extracting values, we simply want to check for their existence. We can do this with the contains method on each column. This will return a Boolean declaring whether the value you specify is in the column’s string

# in Python

from pyspark.sql.functions import instr

containsBlack = instr(col("Description"), "BLACK") >= 1

containsWhite = instr(col("Description"), "WHITE") >= 1

df.withColumn("hasSimpleColor", containsBlack | containsWhite)\ .where("hasSimpleColor")\ .select("Description").show(3, False)

# Working with Dates and Timestamps

working with dates and timestamps closely relates to working with strings because we often store our timestamps or dates as strings and convert them into date types at runtime

Spark’s TimestampType class supports only second-level precision, which means that if you’re going to be working with milliseconds or microseconds, you’ll need to work around this problem by potentially operating on them as longs. Any more precision when coercing to a TimestampType will be removed.

# in Python

from pyspark.sql.functions import current\_date, current\_timestamp

dateDF = spark.range(10)\ .withColumn("today", current\_date())\ .withColumn("now", current\_timestamp()) dateDF.createOrReplaceTempView("dateTable")

dateDF.printSchema()

Now that we have a simple DataFrame to work with, let’s add and subtract five days from today. These functions take a column and then the number of days to either add or subtract as the arguments:

# in Python from pyspark.sql.functions import date\_add, date\_sub dateDF.select(date\_sub(col("today"), 5), date\_add(col("today"), 5)).show(1)

Another common task is to take a look at the difference between two dates. We can do this with the datediff function that will return the number of days in between two dates. Most often we just care about the days, and because the number of days varies from month to month, there also exists a function, months\_between, that gives you the number of months between two dates:

# in Python

from pyspark.sql.functions import datediff, months\_between, to\_date dateDF.withColumn("week\_ago", date\_sub(col("today"), 7))\ .select(datediff(col("week\_ago"), col("today"))).show(1)

dateDF.select( to\_date(lit("2016-01-01")).alias("start"), to\_date(lit("2017-05-22")).alias("end"))\ .select(months\_between(col("start"), col("end"))).show(1)

Notice that we introduced a new function: the to\_date function.

The to\_date function allows you to convert a string to a date, optionally with a specified format.

from pyspark.sql.functions import to\_date, lit

spark.range(5).withColumn("date", lit("2017-01-01")).select(to\_date(col("date"))).show(1)

**Spark will not throw an error if it cannot parse the date; rather, it will just return null**

**We will use two functions to fix this: to\_date and to\_timestamp. The former optionally expects a format, whereas the latter requires one:**

**from pyspark.sql.functions import to\_date**

**dateFormat = "yyyy-dd-MM"**

**cleanDateDF = spark.range(1).select( to\_date(lit("2017-12-11"), dateFormat).alias("date"), to\_date(lit("2017-20-12"), dateFormat).alias("date2"))**

**cleanDateDF.createOrReplaceTempView("dateTable2")**

Now let’s use an example of to\_timestamp, which always requires a format to be specified:

# in Python from pyspark.sql.functions import to\_timestamp cleanDateDF.select(to\_timestamp(col("date"), dateFormat)).show()

# Working with Nulls

You should always use nulls to represent missing or empty data in your DataFrames.

There are two things you can do with null values: you can explicitly drop nulls or you can fill them with a value (globally or on a per-column basis).

## Coalesce

Spark includes a function to allow you to select the first non-null value from a set of columns by using the coalesce function. In this case, there are no null values, so it simply returns the first column:

# in Python

from pyspark.sql.functions import coalesce

df.select(coalesce(col("Description"), col("CustomerId"))).show()

## **ifnull, nullIf, nvl, and nvl2**

* ifnull allows you to select the second value if the first is null, and defaults to the first.
* nullif, which returns null if the two values are equal or else returns the second if they are not.
* nvl returns the second value if the first is null, but defaults to the first.
* nvl2 returns the second value if the first is not null; otherwise, it will return the last specified value

## drop

The simplest function is drop, which removes rows that contain nulls. The default is to drop any row in which any value is null:

*df.na.drop() df.na.drop("any")*

Specifying "any" as an argument drops a row if any of the values are null. Using “all” drops the row only if all values are null or NaN for that row:

*df.na.drop("all")*

## fill

Using the fill function, you can fill one or more columns with a set of values. This can be done by specifying a map—that is a particular value and a set of columns. For example, to fill all null values in columns of type String, you might specify the following:

df.na.fill("All Null values become this string")

For Integer:

df.na.fill(5:Integer),

For Doubles

df.na.fill(5:Double).

We can also do this with with a Scala Map, where the key is the column name and the value is the value we would like to use to fill null values:

# in Python

fill\_cols\_vals = {"StockCode": 5, "Description" : "No Value"}

df.na.fill(fill\_cols\_vals)

## replace

In addition to replacing null values like we did with drop and fill, there are more flexible options that you can use with more than just null values. Probably the most common use case is to replace all values in a certain column according to their current value.

The only requirement is that this value be the same type as the original value

df.na.replace([""], ["UNKNOWN"], "Description")

# Working with Complex Types

## Structs

from pyspark.sql.functions import struct

complexDF = df.select(struct("Description", "InvoiceNo").alias("complex")) complexDF.createOrReplaceTempView("complexDF")

We now have a DataFrame with a column complex. We can query it just as we might another

DataFrame, the only difference is that we use a dot syntax to do so, or the column method **getField**

complexDF.select("complex.Description")

complexDF.select(col("complex").getField("Description"))

We can also query all values in the struct by using \*. This brings up all the columns to the top-level DataFrame:

complexDF.select("complex.\*")

## Arrays

### split

We do this by using the split function and specify the delimiter:

from pyspark.sql.functions import split

df.select(split(col("Description"), " ")).show(2)

We can query it like other columns:

df.select(split(col("Description"), " ").alias("array\_col") .selectExpr("array\_col[0]").show(2)

### **Array Length**

We can determine the array’s length by querying for its size:

from pyspark.sql.functions import size

df.select(size(split(col("Description"), " "))).show(2)

# shows 5 and 3

### array\_contains

We can also see whether this array contains a value:

from pyspark.sql.functions import array\_contains

df.select(array\_contains(split(col("Description"), " "), "WHITE")).show(2)

However, this does not solve our current problem. To convert a complex type into a set of rows (one per value in our array), we need to use the explode function.

explode

The explode function takes a column that consists of arrays and creates one row (with the rest of the values duplicated) per value in the array.

from pyspark.sql.functions import split, explode

df.withColumn("splitted", split(col("Description"), " ")).withColumn("exploded", explode(col("splitted"))) .select("Description", "InvoiceNo", "exploded").show(2)

Hello World

[“Hello”,”World”] (After Split)

After Explode:

“Hello”

“World”

## Map:

Maps are created by using the map function and key-value pairs of columns. You then can select them just like you might select from an array.

from pyspark.sql.functions import create\_map

df.select(create\_map(col("Description"), col("InvoiceNo")).alias("complex\_map")).show(2)

To Select:

df.select(map(col("Description"), col("InvoiceNo")).alias("complex\_map")).selectExpr("complex\_map['WHITE METAL LANTERN']").show(2)

You can also explode map types, which will turn them into columns:

df.select(map(col("Description"), col("InvoiceNo")).alias("complex\_map"))\ .selectExpr("explode(complex\_map)").show(2)

# Working with JSON

You can operate directly on strings of JSON in Spark and parse from JSON or extract JSON objects.

You can use the **get\_json\_object** to inline query a JSON object, be it a dictionary or array. You can use **json\_tuple** if this object has only one level of nesting:

You can also turn a StructType into a JSON string by using the to\_json function:

from pyspark.sql.functions import to\_json

df.selectExpr("(InvoiceNo, Description) as myStruct").select(to\_json(col("myStruct")))

This function also accepts a dictionary (map) of parameters that are the same as the JSON data source. You can use the from\_json function to parse this (or other JSON data) back in. This naturally requires you to specify a schema, and optionally you can specify a map of options, as well:

# in Python from pyspark.sql.functions import from\_json from pyspark.sql.types import \* parseSchema = StructType(( StructField("InvoiceNo",StringType(),True), StructField("Description",StringType(),True))) df.selectExpr("(InvoiceNo, Description) as myStruct")\ .select(to\_json(col("myStruct")).alias("newJSON"))\ .select(from\_json(col("newJSON"), parseSchema), col("newJSON")).show(2)

# User Defined Functions:

you can write UDFs in Scala, Python, or Java, there are performance considerations that you should be aware of.

# in Python udfExampleDF = spark.range(5).toDF("num") def power3(double\_value): return double\_value \*\* 3 power3(2.0)

Now that we’ve created these functions and tested them, we need to register them with Spark so that we can use them on all of our worker machines. Spark will serialize the function on the driver and transfer it over the network to all executor processes. This happens regardless of language.

When you use the function, there are essentially two different things that occur. If the function is written in Scala or Java, you can use it within the Java Virtual Machine (JVM). This means that there will be little performance penalty aside from the fact that you can’t take advantage of code generation capabilities that Spark has for built-in functions.

If the function is written in Python, something quite different happens. Spark starts a Python process on the worker, serializes all of the data to a format that Python can understand (remember, it was in the JVM earlier), executes the function row by row on that data in the Python process, and then finally returns the results of the row operations to the JVM and Spark. Figure 6-2 provides an overview of the process.

from pyspark.sql.functions import udf power3udf = udf(power3)

Then, we can use it in our DataFrame code:

# in Python from pyspark.sql.functions import col udfExampleDF.select(power3udf(col("num"))).show(2)

# Aggregations:

## Aggregation Functions

You can find most aggregation functions in the org.apache.spark.sql.functions package.

### Count

from pyspark.sql.functions import count

df.select(count("StockCode")).show()

### countDistinct

Sometimes, the total number is not relevant; rather, it’s the number of unique groups that you want.

from pyspark.sql.functions import countDistinct

df.select(countDistinct("StockCode")).show()

### approx\_count\_distinct

Often, we find ourselves working with large datasets and the exact distinct count is irrelevant. There are times when an approximation to a certain degree of accuracy will work just fine

from pyspark.sql.functions import approx\_count\_distinct df.select(approx\_count\_distinct("StockCode", 0.1)).show() \

You will notice that approx\_count\_distinct took another parameter with which you can specify the maximum estimation error allowed.

first and last

You can get the first and last values from a DataFrame by using these two obviously named functions.

from pyspark.sql.functions import first, last

df.select(first("StockCode"), last("StockCode")).show()

min and max

To extract the minimum and maximum values from a DataFrame, use the min and max functions:

from pyspark.sql.functions import min, max

df.select(min("Quantity"), max("Quantity")).show()

### sum

Another simple task is to add all the values in a row using the sum function:

from pyspark.sql.functions import sum

df.select(sum("Quantity")).show()

### sumDistinct

In addition to summing a total, you also can sum a distinct set of values by using the sumDistinct function:

from pyspark.sql.functions import sumDistinct

df.select(sumDistinct("Quantity")).show()

### avg

Although you can calculate average by dividing sum by count, Spark provides an easier way to get that value via the avg or mean functions.

from pyspark.sql.functions import sum, count, avg, expr

df.select( count("Quantity").alias("total\_transactions"), sum("Quantity").alias("total\_purchases"), avg("Quantity").alias("avg\_purchases"), expr("mean(Quantity)").alias("mean\_purchases"))\ .selectExpr( "total\_purchases/total\_transactions", "avg\_purchases", "mean\_purchases").show()

### Variance and Standard Deviation

The variance is the average of the squared differences from the mean, and the standard deviation is the square root of the variance

from pyspark.sql.functions import var\_pop, stddev\_pop

from pyspark.sql.functions import var\_samp, stddev\_samp

df.select(var\_pop("Quantity"), var\_samp("Quantity"), stddev\_pop("Quantity"), stddev\_samp("Quantity")).show()

### skewness and kurtosis

Skewness and kurtosis are both measurements of extreme points in your data. Skewness measures the asymmetry of the values in your data around the mean, whereas kurtosis is a measure of the tail of data.

from pyspark.sql.functions import skewness, kurtosis

df.select(skewness("Quantity"), kurtosis("Quantity")).show()

### Covariance and Correlation

We discussed single column aggregations, but some functions compare the interactions of the values in two difference columns together.

# in Python from pyspark.sql.functions import corr, covar\_pop, covar\_samp df.select(corr("InvoiceNo", "Quantity"), covar\_samp("InvoiceNo", "Quantity"), covar\_pop("InvoiceNo", "Quantity")).show()

### Aggregating to Complex Types

In Spark, you can perform aggregations not just of numerical values using formulas, you can also perform them on complex types. For example, we can collect a list of values present in a given column or only the unique values by collecting to a set.

from pyspark.sql.functions import collect\_set, collect\_list

df.agg(collect\_set("Country"), collect\_list("Country")).show()

## Grouping

df.groupBy("InvoiceNo", "CustomerId").count().show()

### Grouping with Expressions

Rather than passing that function as an expression into a select statement, we specify it as within agg. This makes it possible for you to pass-in arbitrary expressions that just need to have some aggregation specified.

from pyspark.sql.functions import count

df.groupBy("InvoiceNo").agg( count("Quantity").alias("quan"), expr("count(Quantity)")).show()

## Window Functions

A group-by takes data, and every row can go only into one grouping. A window function calculates a return value for every input row of a table based on a group of rows, called a frame. Each row can fall into one or more frames. A common use case is to take a look at a rolling average of some value for which each row represents one day. If you were to do this, each row would end up in seven different frames

**The first step to a window function is to create a window specification. Note that the partition by is unrelated to the partitioning scheme concept that we have covered thus far. It’s just a similar concept that describes how we will be breaking up our group. The ordering determines the ordering within a given partition, and, finally, the frame specification (the rowsBetween statement) states which rows will be included in the frame based on its reference to the current input row. In the following example, we look at all previous rows up to the current row:**

from pyspark.sql.window import Window

from pyspark.sql.functions import desc

windowSpec = Window\ .partitionBy("CustomerId", "date").orderBy(desc("Quantity")).rowsBetween(Window.unboundedPreceding, Window.currentRow)

from pyspark.sql.functions import max

maxPurchaseQuantity = max(col("Quantity")).over(windowSpec)

**Grouping Sets**

an aggregation across multiple groups. We achieve this by using grouping sets. Grouping sets are a low-level tool for combining sets of aggregations together. They give you the ability to create arbitrary aggregation in their group-by statements.

GROUP BY GROUPING SETS is equivalent to the UNION of two or more [GROUP BY](https://docs.snowflake.net/manuals/sql-reference/constructs/group-by.html) operations in the same result set:

* GROUP BY GROUPING SETS((a)) is equivalent to the single grouping set operation GROUP BY a.
* GROUP BY GROUPING SETS((a),(b)) is equivalent to GROUP BY a UNION ALL GROUP BY b.

**The GROUPING SETS operator is only available in SQL. To perform the same in DataFrames, you use the rollup and cube operators—which allow us to get the same results. Let’s go through those.**

## Rolls Ups

A rollup is a multidimensional aggregation that performs a variety of group-by style calculations for us.

rolledUpDF = dfNoNull.rollup("Date", "Country").agg(sum("Quantity")).selectExpr("Date", "Country", "`sum(Quantity)` as total\_quantity").orderBy("Date")

rolledUpDF.show()
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Now where you see the null values is where you’ll find the grand totals. A null in both rollup columns specifies the grand total across both of those columns:

### Cube

A cube takes the rollup to a level deeper. Rather than treating elements hierarchically, a cube does the same thing across all dimensions. This means that it won’t just go by date over the entire time period, but also the country.

To pose this as a question again,

can you make a table that includes the following?

* The total across all dates and countries
* The total for each date across all countries
* The total for each country on each date
* The total for each country across all dates

from pyspark.sql.functions import sum

dfNoNull.cube("Date", "Country").agg(sum(col("Quantity")))\ .select("Date", "Country", "sum(Quantity)").orderBy("Date").show()

### Grouping Metadata

Sometimes when using cubes and rollups, you want to be able to query the aggregation levels so that you can easily filter them down accordingly. We can do this by using the grouping\_id, which gives us a column specifying the level of aggregation that we have in our result set.
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// in Scala import org.apache.spark.sql.functions.{grouping\_id, sum, expr}

dfNoNull.cube("customerId", "stockCode").agg(grouping\_id(), sum("Quantity")) .orderBy(expr("grouping\_id()").desc) .show()

Pivot

Pivots make it possible for you to convert a row into a column. For example, in our current data we have a Country column. With a pivot, we can aggregate according to some function for each of those given countries and display them in an easy-to-query way:

pivoted = dfWithDate.groupBy("date").pivot("Country").sum()

This DataFrame will now have a column for every combination of country, numeric variable, and a column specifying the date. For example, for USA we have the following columns: USA\_sum(Quantity), USA\_sum(UnitPrice), USA\_sum(CustomerID). This represents one for each numeric column in our dataset (because we just performed an aggregation over all of them).

## User-Defined Aggregation Functions

UDAFs to compute custom calculations over groups of input data (as opposed to single rows). Spark maintains a single AggregationBuffer to store intermediate results for every group of input data.

To create a UDAF, you must inherit from the UserDefinedAggregateFunction base class and implement the following methods:

* inputSchema represents input arguments as a StructType
* bufferSchema represents intermediate UDAF results as a StructType
* dataType represents the return DataType deterministic is a Boolean value that specifies whether this UDAF will return the same result for a given input initialize allows you to initialize values of an aggregation buffer
* update describes how you should update the internal buffer based on a given row
* merge describes how two aggregation buffers should be merged
* evaluate will generate the final result of the aggregation

// in Scala

import org.apache.spark.sql.expressions.MutableAggregationBuffer

import org.apache.spark.sql.expressions.UserDefinedAggregateFunction

import org.apache.spark.sql.Row

import org.apache.spark.sql.types.\_

class BoolAnd extends UserDefinedAggregateFunction

{

def inputSchema: org.apache.spark.sql.types.StructType = StructType(StructField("value", BooleanType) :: Nil)

def bufferSchema: StructType = StructType( StructField("result", BooleanType) :: Nil )

def dataType: DataType = BooleanType

def deterministic: Boolean = true

def initialize(buffer: MutableAggregationBuffer): Unit = { buffer(0) = true }

def update(buffer: MutableAggregationBuffer, input: Row): Unit = { buffer(0) = buffer.getAs[Boolean](0) && input.getAs[Boolean](0) }

def merge(buffer1: MutableAggregationBuffer, buffer2: Row): Unit = { buffer1(0) = buffer1.getAs[Boolean](0) && buffer2.getAs[Boolean](0) }

def evaluate(buffer: Row): Any = { buffer(0) } }

Now, we simply instantiate our class and/or register it as a function:

// in Scala

val ba = new BoolAnd spark.udf.register("booland", ba)

import org.apache.spark.sql.functions.\_

spark.range(1) .selectExpr("explode(array(TRUE, TRUE, TRUE)) as t")

.selectExpr("explode(array(TRUE, FALSE, TRUE)) as f", "t") .select(ba(col("t")), expr("booland(f)")) .show()

**UDAFs are currently available only in Scala or Java**

# Join

A join brings together two sets of data, the left and the right, by comparing the value of one or more keys of the left and right and evaluating the result of a join expression that determines whether Spark should bring together the left set of data with the right set of data. The most common join expression, an equi-join, compares whether the specified keys in your left and right datasets are equal. If they are equal, Spark will combine the left and right datasets. The opposite is true for keys that do not match; Spark discards the rows that do not have matching keys.

## Join Types

Whereas the join expression determines whether two rows should join, the join type determines what should be in the result set.

There are a variety of different join types available in Spark for you to use:

* Inner joins (keep rows with keys that exist in the left and right datasets)
* Outer joins (keep rows with keys in either the left or right datasets)
* Left outer joins (keep rows with keys in the left dataset)
* Right outer joins (keep rows with keys in the right dataset)
* Left semi joins (keep the rows in the left, and only the left, dataset where the key appears in the right dataset)
* Left anti joins (keep the rows in the left, and only the left, dataset where they do not appear in the right dataset)
* Natural joins (perform a join by implicitly matching the columns between the two datasets
* with the same names)
* Cross (or Cartesian) joins (match every row in the left dataset with every row in the right dataset)

### Inner Joins

Inner joins evaluate the keys in both of the DataFrames or tables and include (and join together) only the rows that evaluate to true.

In the following example, we join the graduateProgram DataFrame with the person DataFrame to create a new DataFrame:

joinExpression = person["graduate\_program"] == graduateProgram['id']

Keys that do not exist in both DataFrames will not show in the resulting DataFrame. For example, the following expression would result in zero values in the resulting DataFrame:

**Inner joins are the default join**, so we just need to specify our left DataFrame and join the right in the JOIN expression:

person.join(graduateProgram, joinExpression).show()

**We can also specify this explicitly by passing in a third parameter, the joinType:**

joinType = "inner"

person.join(graduateProgram, joinExpression, joinType).show()

### Outer Joins

Outer joins evaluate the keys in both of the DataFrames or tables and includes (and joins together) the rows that evaluate to true or false. If there is no equivalent row in either the left or right DataFrame, Spark will insert null:

joinType = "outer"

person.join(graduateProgram, joinExpression, joinType).show()

### Left Outer Joins

Left outer joins evaluate the keys in both of the DataFrames or tables and includes all rows from the left DataFrame as well as any rows in the right DataFrame that have a match in the left DataFrame. If there is no equivalent row in the right DataFrame, Spark will insert null:

joinType = "left\_outer"

### Right Outer Joins

Right outer joins evaluate the keys in both of the DataFrames or tables and includes all rows from the right DataFrame as well as any rows in the left DataFrame that have a match in the right DataFrame. If there is no equivalent row in the left DataFrame, Spark will insert null:

joinType = "right\_outer"

### Left Semi Joins

Semi joins are a bit of a departure from the other joins. They do not actually include any values from the right DataFrame. They only compare values to see if the value exists in the second DataFrame. If the value does exist, those rows will be kept in the result, even if there are duplicate keys in the left DataFrame. Think of left semi joins as filters on a DataFrame, as opposed to the function of a conventional join:

joinType = "left\_semi"

### Left Anti Joins

Left anti joins are the opposite of left semi joins. Like left semi joins, they do not actually include any

values from the right DataFrame. They only compare values to see if the value exists in the second DataFrame. However, rather than keeping the values that exist in the second DataFrame, they keep only the values that do not have a corresponding key in the second DataFrame. Think of anti joins as a NOT IN SQL-style filter:

joinType = "left\_anti"

### Natural Joins

Natural joins make implicit guesses at the columns on which you would like to join. It finds matching columns and returns the results. Left, right, and outer natural joins are all supported.

### Cross (Cartesian) Joins

The last of our joins are cross-joins or cartesian products. Cross-joins in simplest terms are inner joins that do not specify a predicate. Cross joins will join every single row in the left DataFrame to ever single row in the right DataFrame. This will cause an absolute explosion in the number of rows contained in the resulting DataFrame. If you have 1,000 rows in each DataFrame, the cross-join of these will result in 1,000,000 (1,000 x 1,000) rows. For this reason, you must very explicitly state that you want a cross-join by using the cross join keyword:

joinType = "cross"

graduateProgram.join(person, joinExpression, joinType).show()

If you truly intend to have a cross-join, you can call that out explicitly:

person.crossJoin(graduateProgram).show()

## Challenges When Using Joins

### Joins on Complex Types

Even though this might seem like a challenge, it’s actually not. Any expression is a valid join expression, assuming that it returns a Boolean: om pyspark.sql.functions import expr

person.withColumnRenamed("id", "personId").join(sparkStatus, expr("array\_contains(spark\_status, id)")).show()

### Handling Duplicate Column Names

One of the tricky things that come up in joins is dealing with duplicate column names in your results DataFrame.

In a DataFrame, each column has a unique ID within Spark’s SQL Engine, Catalyst. This unique ID is purely internal and not something that you can directly reference. This makes it quite difficult to refer to a specific column when you have a DataFrame with duplicate column names.

Approach 1:

Different join expression When you have two keys that have the same name, probably the easiest fix is to change the join expression from a Boolean expression to a string or sequence. This automatically removes one of the columns for you during the join:

person.join(gradProgramDupe,"graduate\_program").select("graduate\_program").show()

Approach 2:

Dropping the column after the join Another approach is to drop the offending column after the join. When doing this, we need to refer to the column via the original source DataFrame. We can do this if the join uses the same key names or if the source DataFrames have columns that simply have the same name:

person.join(gradProgramDupe, joinExpr).drop(person.col("graduate\_program")) .select("graduate\_program").show()

Approach 3: Renaming a column before the join

val gradProgram3 = graduateProgram.withColumnRenamed("id", "grad\_id") val joinExpr = person.col("graduate\_program") === gradProgram3.col("grad\_id") person.join(gradProgram3, joinExpr).show()